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Abstract 
Maze Runner game is a game that requires pathfinding algorithm to get to the 

destination with the shortest path. This algorithm is used in an NPC that will move from 

start node to destination node. However, the use of incorrect algorithms can affect the 

length of the computing process to find the shortest path. The longer the computing 

process, the longer the players have to wait. This study compared pathfinding algorithms  

A *, Dijkstra, and Breadth First Search (BFS) in the Maze Runner game. Comparison 

process of these algorithms was conducted by replacing the algorithm in the game by 

measuring the process time, the length of the path, and the numbers of block played in the 

existing computing process. The results of this study recommend which algorithm is 

suitable to be applied in Maze Runner Game. 
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1. Introduction 
These days, AI have spread through the game world. Some games have started 

implementing AI in its game. Varying from action games, adventure, action adventure, 

RPG, simulation, strategy, sports, to idle game. AI spreads in all kind of growing game 

genre. The use of AI can bring revenue from the game. Players can feel challenged and 

buy some of the facilities provided by the game. It is not rare for the game that use AI to 

be better than games that does not use AI [1].  

Maze Runner game is a labyrinth created by players. The player have to block the path 

of the NPC that has been given pathfinding algorithm with Tetris-like block. Tetris itself 

has a block like letter I, J, L, O, S, T, and Z in the game [2]. Players are provided with 

various blocks with these letters to block the course of the NPC. The more blocks 

traversed by the NPC, the more score the player will get. Therefore, the NPC needs the 

fastest path to the destination node[3]. 

Pathfinding algorithm is required to determine the fastest path possible. There are 

several algorithms to find the fastest path. The algorithms are A*, Dijkstra, and Breadth 

First Search (BFS). These algorithms are the best pathfinding algorithms [4]. Each of 

these algorithms has their own weaknesses and strengths in the process of determining the 

fastest path. This research will find the best algorithm for the Maze Runner game.  

The A Star or A* algorithm is one of the search algorithms that analyze inputs, 

evaluates a number of possible paths and generate solutions. The A* algorithm is a 

computer algorithm that is used extensively in graph traversal and the search for paths 

along with the efficient path planning process around the points called nodes [5]. 

Dijkstra’s algorithm uses the principle of greedy, in which each step is selected with the 

minimum weights that connect a selected node with another unselected node [6]. While 

Breadth First Search is a method that performs a wider search that extends a node pre-

orderly, extending a node and then extending all neighbors of the last node. After that, 

extend the unextended nodes and is neighboring with the extended nodes, and so on [7].  
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The comparison process in this algorithm was conducted by measuring 3 variables of 

pathfinding computation. These three variables are the measurement of the process time, 

the length of the path, and the numbers of block played in the existing computing process. 

In the process of measuring time, time will be measured in milliseconds (ms). The 

calculated time is the time needed from start node to destination node. The time will start 

when NPC starts running. The length of the path is measured by counting the number of 

blocks traversed by the NPC. Blocks played in the computation process are calculated 

from the number of blocks (nodes) counted before the pathfinder determines its path. 

The purpose of this research will determine the best algorithm to be applied in this 

Maze Runner game. The algorithm which will be recommended to be applied in the game 

is considered to be taken from various aspects of the comparison test results. The results 

of this research are expected to help game developers to implements the best algorithm 

for making maze-based games. 

 

2. Rudimentary 
Research conducted by Aqsa Zafar et al with the title, “Analysis of Multiple Shortest 

Path Finding Algorithm in Novel Gaming Scenario” discusses the comparison of 5 

pathfinding algorithms. The five algorithms are Breadth-First Search (BFS), Depth-First 

Search (DFS), Best-First Search, Dijkstra’s Algorithm, and A* Algorithm. Although 

using these five pathfinding algorithms, the discussion in the research only compare 

Dijkstra's Algorithm and A * Algorithm with comparative table. In the discussion, game 

images from Age of Empire and Civilization V are provided but not yet clearly explained 

about the use and the application of the game. What can be drawn from this research is 

the attention to the A* algorithm make it seen as the best algorithm compared to the 

others [8]. 

Research with the title, “Pathfinding Algorithm Efficiency Analysis in 2D Grid” done 

by Zarembo and Sergejs compares A*, BFS, Dijkstra, HPA*, and LPA* in two-

dimensional sized grids. BFS has the slowest results. This result can be explained by the 

fact that the algorithm's operating principle is very simple and it does not use any 

heuristics. Dijkstra's algorithm is faster than BFS, but slower than the other algorithms. 

A* and LPA* have the same value of performances. LPA* is faster in smaller grids (64, 

128, 256), but A* is faster in larger grids (512, 1024). Which leads to the conclusion, that 

LPA* is better suited for smaller pathfinding problems, while A* is better used to solve 

larger problems [9].  

Research conducted by Singhal and Harish with the title, “A Review of the Paper of 

Navigation and Pathfinding using Mobile Cellular Automata” describes pathfinding, 

cellular automata and software agents. This research studied the pathfinding category and 

how is it used in finding the distance between 2 nodes. This research focuses on cellular 

automata and for complex modeling systems and computing tools. This research uses 

Breadth-first search, Dijkstra's algorithm, and A* to find the distance between the cellular 

automata [10]. 

The study titled, “Pathfinding car racing game using dynamic pathfinding algorithm 

and algorithm A*” conducted by Sazaki, et.al. used pathfinding algorithm for NPC to race 

against player in car racing game. The pathfinding method used by NPCs in this game is 

A* algorithm to find the shortest path on the track and combined with Dynamic 

Pathfinding Algorithm to avoid static or dynamic obstacles in its path. The experimental 

results in this study show that the combination of both methods can be implemented well 

in car racing games with the track conditions is blocked with static obstacles. While 

moving on the track with dynamic obstacles, the combination of both methods passes 

through the course only under certain conditions [11]. 
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3. Research Methodology 
The problem appointed in this research is the shortest and most efficient route search in 

Simulation Game especially Maze Runner. The research methodology used in this 

research is a comparative test using 3 levels in a Maze Runner game with the same 

obstacle positions for each tested algorithm. The case measured in this comparative test 

are the process time, the length of the path, and how many blocks being played in the 

existing computational process. In this research, researcher will use 3 different levels with 

different Tetris blocks at each level. After completing the test with 3 different levels, it 

can be decided which algorithm is best to be implemented in this Maze Runner game. 

 

4. Result and Discussion 
Maze Runner is a game that asks its players to block the path of NPC (Non Player 

Character) from the start node to destination node. This game has rules and freedom in the 

game. Players are prohibited from fully blocking (closing access) the path or imprisoning 

the NPC at the start node, this is so that the NPC can run from the start node to the 

destination node. Players can only interfere with course taken by the NPC. Players are 

given a limited number of obstacles to be arranged freely within the maze. The obstacles 

are Tetris block that looks like the letters I, J, L, O, S, T, and Z. The obstacle can be 

arranged by dragging the obstacles from its column to the arena / maze. Before being 

placed into the maze, players can also rotate the obstacle by 90 degrees with the rotate 

button. After all the obstacles are placed, players can press the GO button to give 

command for the NPC to walk towards the destination node. Figure 1 shows the Maze 

Runner game that asks its players to place all of the obstacles into the given map. 

 

 

Figure 1. Maze Runner Interface 

Maze Runner game has various levels. Each level has different obstacles and different 

score requirement to pass the level. The Next button will be enabled if the player can use 

all the obstacles and reach the scores required after pressing the GO button. When the GO 

button is pressed, the NPC (Green box) will then search for the shortest path to the 

destination node (Red box) with the applied algorithm. The score will be calculated from 

the number of squares used by the NPC as the path to the destination node. 

In this research, we compared the use of the A*, Dijkstra, and Breadth First Search 

(BFS) algorithms applied to the NPC to find a way to the destination node. This research 

will use level 1, 2, and 3 to do comparison for each algorithm with the same obstacle 

layout at each level. Experiments conducted at level 1, 2, and 3 will arbitrarily place all of 
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the obstacles between the start node and the destination node in order to block the path of 

the NPC. 

 

Figure 2. Pathfinding of Maze Runner Game at Level 1 using A* (a), 
Dijkstra (b), and BFS (c) algorithms 

Figure 2 above is the computation results for Maze Runner game at level 1. Obstacles 

are arranged in such a way that the path of the NPC, which should only be diagonally 

straight to the destination, becomes slightly turned aside. Figure 2a shows that the NPC 

moves using A* and 2b algorithms shows that the NPC moves using Dijkstra algorithm. 

While Figure 2c shows that the NPC moves using BFS algorithm. The calculation results 

of these three algorithms can be seen in table 1 below. 

Table 1. Comparison of Algorithms Computation on the First Level of 
Maze Runner Game 

Components A* Algorithm Dijkstra’s 

Algorithm  

BFS Algorithm 

Length 38 38 38 

Time 0.3500 ms 0.3000 ms 0.8000 ms 

Computed Blocks 323 blocks 738 blocks 738 blocks 

 

From Table 1 above, the same results of 38 blocks traveled were obtained from the 

distance traveled by NPC to the destination node. With these three algorithms, players 

will get a score of 38. The computational time required by Dijkstra's algorithm is faster 

than A* and BFS. A* has 0.0500 ms longer computation time than Dijkstra. The 

computational process of A* algorithm is slightly slower than the Dijkstra and BFS 

algorithms. It can be deduced that A* algorithm consumes less memory for its 

computation process than any other algorithm. 

 

At level 2 of the Maze Runner game, players are given more obstacles to interfere with 

the process of finding the shortest path for the NPC, but the distance between both nodes 

is closer. Players are given 17 pieces of Tetris-like block. There are 5 pieces of block that 

looks like the letter O, 6 pieces looks like the letter I, 4 pieces looks like the letter L, a 

single piece looks like the letter J, and another single piece that looks like the letter Z. At 

level 2, the minimum score required to unlock level 3 is 30 points. This means that it 

takes a minimum of 30 NPC steps to achieve that score. The three algorithms are tested 

after all the obstacles are placed in the maze. Pathfinding performed by the three 

algorithms can be seen in Figure 3. 
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Figure 3. Pathfinding of Maze Runner Game at Level 2 using A* (a), 
Dijkstra (b), and BFS (c) algorithms 

 

In Figure 3 above, A* algorithm has a path similar to the BFS algorithm. Although 

similar, the path taken by A* algorithm is closer to the border of the placed obstacles 

while the BFS algorithm is closer to the walls by default. This proves that A* algorithm 

extends the arranged obstacles and crawls to the goal. 

 

Table 2. Comparison of Algorithms Computation on the Second Level of 
Maze Runner Game 

Component A* Algorithm Dijkstra 

Algorithm  

BFS Algorithm 

Length 34 34 34 

Time 0.4000 ms 0.6000 ms 0.8000 ms 

Computed Blocks 415 blocks 618 blocks 618 blocks 

 

From Table 2 above, the same results of 34 blocks were obtained from the number of 

squares traveled by the NPC to get to the destination node and thus, give a score of 34 to 

the player. The computation time difference between the three algorithms is 0.2000 ms. 

The A* algorithm has the fastest computation time than the other algorithms. The 

computational process needed for A* algorithm is less than Dijkstra and BFS algorithms 

with 415 blocks. Both Dijkstra and BFS algorithms extend 618 blocks to search for the 

shortest path. 

 

At level 3 of Maze Runner game, players are given even tougher challenges. The start 

and destination node at this third level is located adjacently and only separated by a wall. 

The player is required to arrange the obstacles so that the NPC moves at least 50 steps. 

Players are given 15 pieces of Tetris-like blocks. There are 6 pieces of block that looks 

like the letter O, 2 pieces looks like the letter I, 2 pieces looks like the letter L, a single 

piece looks like the letter J, 2 pieces that looks like the letter S, a single piece looks like 

the letter T, and another single piece looks like the letter Z. The three algorithms are then 

being tested after all the obstacles are placed in the maze. The test results of the 

algorithms are shown in figure 4. 
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Figure 4. Pathfinding of Maze Runner Game at Level 3 using A* (a), Dijkstra 
(b), and BFS (c) algorithms 

 

In Figure 4 above, A* algorithm has the same path as BFS algorithm. Although both 

has the same path taken, A* algorithm has fewer computed blocks than BFS algorithm. 

While Dijkstra algorithm has a unique path that is goes through the bottom route even 

though the number of blocks on both routes are the same. This is because at the time of 

computation, Dijkstra's algorithm meets the last node in the middle of the upper route. 

Therefore, the extended path is the bottom path and the algorithm reaches the destination 

node with the lower path. 

 

Table 3. Comparison of Algorithms Computation on the Third Level of Maze 
Runner Game 

Component A* Algorithm Dijkstra 

Algorithm  

BFS Algorithm 

Length 58 58 58 

Time 1.1000 ms 0.9000 ms 1.0000 ms 

Computed Blocks 504 blocks 624 blocks 624 blocks 

 

The number of blocks required for the NPC to reach the destination node on the three 

algorithms is the same and the player scores 58. The computation time difference between 

the three algorithms is 0.1000 ms. Dijkstra's algorithm is faster than any other algorithm. 

In terms of computation, the A* algorithm is slightly slower than Dijkstra and BFS 

Algorithms with 504 blocks or a difference of 120 computed blocks. Dijkstra and BFS 

algorithms extend 624 blocks to search for the shortest path. 

 

5. Conclusion 
Based on the results of this research and evaluation conducted, it can be concluded that: 

1. A*, Dijkstra, and Breadth First Search can be used to find the shortest in Maze 

Runner Game. 

2. A* is the best algorithm in pathfinding especially in Maze game / grids. This is 

supported by the minimal computing process needed and a relatively short searching 

time. 

3. The use of the right algorithm can make the game better in terms of computing 

process, memory usage, and computing time. 
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6. Suggestion 
Some suggestions that can be taken from this research are: 

1. To continue this research with a modified A* algorithm to get better computation 

results. 

2. Make a test for A* to find the shortest path in other cases such as racing game, 

strategy, sport, etc. 
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